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**2. TRANSFORMĂRI GEOMETRICE A IMAGINILOR**

***Scopul lucrării:*** Obţinerea cunoştinţelor practice în realizarea transformărilor geometrice 2D şi 3D a imaginilor

***Partea teoretică:*** temele: 8, 9

***Sarcina lucrării:***

1. Elaborarea programului de rotire, scalare şi deplasare a imaginilor în plan şi în spaţiu
2. Extrageţi la ecran un triunghi de culoarea R
3. Extrageţi la ecran un pătrat de culoarea S
4. Îndepliniţi transformarea tuturor punctelor de culoarea S în conformitate cu variantele (tabela 2). Punctul ce se deplasează se recolorează în culoarea R. Pentru determinarea culorii punctului folosiţi procedura *GetPixel.*

Rotirea să fie efectuată în jurul unui punct oarecare din spaţiul coordonatelor ecran

Tabela 2. Variantele de îndeplinire a lucrării

|  |  |  |  |
| --- | --- | --- | --- |
| **Nr.** | Rotirea cu  unghiul | Coeficientul de scalare | Deplasarea  X şi Y |
| **1** | 25 | 0.5 | 10, 20 |
| **2** | 60 | 1.2 | 10, 30 |
| **3** | 45 | 1.6 | 20, 40 |
| **4** | 100 | 2.2 | 30, 40 |
| **5** | 120 | 0.8 | 100,100 |
| **6** | 180 | 2.0 | 10, 20 |
| **7** | 35 | 1.45 | 15, 25 |
| **8** | 200 | 1.8 | 25, 30 |
| **9** | 300 | 1.3 | 200, 20 |
| **10** | 310 | 2.1 | 100, 30 |
| **11** | 260 | 2.7 | 10,100 |
| **12** | 100 | 1.85 | 100, 10 |
| **13** | 245 | 1.25 | 240, 32 |
| **14** | 80 | 1.4 | 25, 45 |
| **15** | 130 | 0.6 | 28, 41 |
| **16** | 240 | 1.7 | 5, 20 |
| **17** | 320 | 0.8 | 32, 15 |
| **18** | 280 | 1.9 | 80, 64 |
| **19** | 70 | 0.4 | 30, 40 |
| **20** | 150 | 1.65 | 230, 50 |

**Listingul programului :**

#include <stdlib.h>

#include <math.h>

#include <stdio.h>

#include <time.h>

#include <conio.h>

#include <graphics.h>

#include <iostream>

using namespace std;

void scale(int \*point, float scaleFactor) {

point[0] = floor(point[0]\*scaleFactor);

point[1] = floor(point[1]\*scaleFactor);

}

void rotatet (int \*point,float rotationAngle) {

float deg2rad=rotationAngle\*M\_PI/180;

point[0]=floor(point[0]\*cos(deg2rad)+point[0]\*sin(deg2rad));

point[1]= floor(point[1]\*cos(deg2rad)-point[1]\*sin(deg2rad));

}

void translate(int \*point,int translateX, int translateY){

point[0] = point[0] + translateX;

point[1] = point[1] + translateY;

}

void swapPoints(int \*pointList,int pos1, int pos2){

int temp1,temp2;

temp1=pointList[2\*pos1];

temp2=pointList[2\*pos1+1];

pointList[2\*pos1]=pointList[2\*pos2];

pointList[2\*pos1+1]=pointList[2\*pos2+1];

pointList[2\*pos2]=temp1;

pointList[2\*pos2+1]=temp2;

}

int main() {

int gd=DETECT, gm, pivotX=100,

pivotY=200,colorR,colorS,tempX,tempY,tempPoint[2];

int

resultRotation[10],rectangleX[]={36,56},rectangleY[]={240,270},errorcode,counter ;

int resultScaling[10],resultTranslation[10];

int triangle[]={10,20,30,180,190,40,10,20};

time\_t t;

initgraph(&gd, &gm, " ");

floodfill(1,1,WHITE);

/\* read result of initialization \*/

errorcode = graphresult();

if (errorcode != grOk) /\* an error occurred \*/{

printf("Graphics error: %s\n", grapherrormsg(errorcode));

printf("Press any key to halt:");

getch();

exit(1); /\* terminate with an error code \*/

}

srand ((unsigned) time(&t));

colorR =(rand()%15)+1;

do {colorS =(rand()%15)+1;}

while(colorR == colorS);

setcolor(colorR);

drawpoly(4,triangle);

setcolor(colorS);

rectangle(rectangleX[0],rectangleY[0],rectangleX[1],rectangleY[1]);

setcolor(RED);

line(pivotX-5,pivotY-5,pivotX+5,pivotY+5);

line(pivotX+5,pivotY-5,pivotX-5,pivotY+5);

//getch();

counter=0;

for (tempX=0;tempX<2;tempX++){

for(tempY=0;tempY<2;tempY++){

tempPoint[0]=rectangleX[tempX];

tempPoint[1]=rectangleY[tempY];

//

translate(tempPoint,-pivotX,-pivotY);

rotatet(tempPoint,200);

translate(tempPoint,pivotX,pivotY);

resultRotation[counter]=tempPoint[0];

resultRotation[counter+1]=tempPoint[1];

//

scale(tempPoint,1.8);

resultScaling[counter]=tempPoint[0];

resultScaling[counter+1]=tempPoint[1];

//

translate(tempPoint,25,30);

resultTranslation[counter]=tempPoint[0];

resultTranslation[counter+1]=tempPoint[1];

counter+=2; } }

resultRotation[8]=resultRotation[0];

resultRotation[9]=resultRotation[1];

resultScaling[8]=resultScaling[0];

resultScaling[9]=resultScaling[1];

resultTranslation[8]=resultTranslation[0];

resultTranslation[9]=resultTranslation[1];

swapPoints(resultRotation,1,2);

swapPoints(resultScaling,1,2);

swapPoints(resultTranslation,1,2);

swapPoints(resultRotation,2,3);

swapPoints(resultScaling,2,3);

swapPoints(resultTranslation,2,3);

setcolor(colorR);

drawpoly(5,resultRotation);

outtextxy(resultRotation[0],resultRotation[1]+20,"Rotatia");

drawpoly(5,resultScaling);

outtextxy(resultScaling[0],resultScaling[1]+20,"Rotatia + Scalarea");

drawpoly(5,resultTranslation);

outtextxy(resultTranslation[0],resultTranslation[1]+20,"Rotatia + Scalarea+ Translarea");

getch();

closegraph();

restorecrtmode();

return 0; }

![](data:image/png;base64,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)

1. Rotirea unui obiect în jurul unei axea) Desenarea unui cub specificat prin coordonatele vârfurilor sale

b) Rotirea cubului în jurul axelor orizontală şi verticală care trec prin centrul sau, precum şi în jurul axei OZ

**Listingul programului:**

#include <conio.h>

#include <stdio.h>

#include <graphics.h>

#include <math.h>

const int size = 8;

const int pix[size][3] ={{-25,-25,-25},{25,-25,-25},{25,25,-25},{-25,25,-25},

{-25,-25,25}, {25,-25,25}, {25,25,25}, {-25,25,25}};

int newpix[size][3];

int X,Y,Z,sX,sY;

int RotX = 0,RotY = 0,RotZ = 0;

int ShiftX = 325,ShiftY = 225;

long double Scale = 2.5;

void Perspect()

{

sX = X + Z /2;

sY = Y - Z /2;

}

void Compute()

{

double sinx = sin((RotX \*M\_PI) /180.0);

double siny = sin((RotY \*M\_PI) /180.0);

double sinz = sin((RotZ \*M\_PI) /180.0);

double cosx = cos((RotX \*M\_PI) /180.0);

double cosy = cos((RotY \*M\_PI) /180.0);

double cosz = cos((RotZ \*M\_PI) /180.0);

double x,y,z,x1,y1,z1;

for (int i = 0;i < size;i++)

{

x = pix[i][0];

y = pix[i][1];

z = pix[i][2];

x1 = x\*cosz + y\*sinz;

y1 = -x\*sinz + y\*cosz;

z1 = z;

x = x1;

y = y1\*cosx + z1\*sinx;

z = -y1\*sinx + z1\*cosx;

x1 = x\*cosy - z\*siny;

y1 = y;

z1 = x\*siny + z\*cosy;

newpix[i][0] = x1\*Scale;

newpix[i][1] = y1\*Scale;

newpix[i][2] = z1\*Scale;

newpix[i][0] += ShiftX;

newpix[i][1] += ShiftY;

newpix[i][2] += 25;

}

}

void DrawPix()

{

int i,j;

int x,y;

for (i = 0; i < 4;i++)

{

X = newpix[i][0];

Y = newpix[i][1];

Z = newpix[i][2];

Perspect();

x = sX;

y = sY;

j = (i < 3) ? (i+1) : 0;

X = newpix[j][0];

Y = newpix[j][1];

Z = newpix[j][2];

Perspect();

line(x,y,sX,sY);

}

for (i = 4;i < 8;i++)

{

X = newpix[i][0];

Y = newpix[i][1];

Z = newpix[i][2];

Perspect();

x = sX;

y = sY;

j = (i < 7) ? (i+1) : 4;

X = newpix[j][0];

Y = newpix[j][1];

Z = newpix[j][2];

Perspect();

line(x,y,sX,sY);

}

for (i = 0;i < 4;i++) // conectarile a 2 patrate

{

X = newpix[i][0];

Y = newpix[i][1];

Z = newpix[i][2];

Perspect();

x = sX;

y = sY;

j = i+4;

X = newpix[j][0];

Y = newpix[j][1];

Z = newpix[j][2];

Perspect();

line(x,y,sX,sY);

}

}

int main(){

int gdriver = DETECT, gmode, errorcode;

initgraph(&gdriver, &gmode, "");

errorcode = graphresult();

if (errorcode != grOk)

{

printf("Graphics error: %s\n", grapherrormsg(errorcode));

printf("Press any key to halt:");

getch();

return 0;

}

setbkcolor(0);

setcolor(15);

setwritemode(XOR\_PUT); // regim de afisare cu stergere

Compute();

DrawPix();

int ch = 0;

int flg = 0;

do

{

switch (ch)

{

case 75:

ShiftX -= 3;

flg = 1;

break;

case 77:

ShiftX += 3;

flg = 1;

break;

case 72:

ShiftY -= 3;

flg = 1;

break;

case 80:

ShiftY += 3;

flg = 1;

break;

case '+':

Scale += 0.1;

flg = 1;

break;

case '-':

if (Scale > 0.0)

Scale -= 0.1;

flg = 1;

break;

case 'x': case 'X':

if (RotX < 357)

RotX += 3;

else

RotX = 0;

flg = 1;

break;

case 'y': case 'Y':

if (RotY < 357)

RotY += 3;

else

RotY = 0;

flg = 1;

break;

case 'z': case 'Z':

if (RotZ < 357)

RotZ += 3;

else

RotZ = 0;

flg = 1;

break;

}

if (flg == 1)

{

DrawPix();

Compute();

DrawPix();

flg = 0;

}

ch = getch();

} while (ch != 1);

closegraph();

return 0;

}

**Rezultatul programului:**

![](data:image/png;base64,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)

Butoane de comanda:

Left Arrow – translarea spre stinga

Right Arrow – translarea spre dreapta

Up Arrow – translarea in sus

Down Arrow – translarea in jos

„+” – Zoom in

„-„ – Zoom out

z\Z – Rotirea in jurul axei z

y\Y – Rotirea in jurul axei y

x\X – Rotirea in jurul axei x

(butoanele pot fi un pic incurcate, dar functionalul este corect)